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1. **Contexte**

Les logiciels industriels disposent généralement d'une documentation complète, mais le comportement des logiciels est souvent une surprise totale! La programmation est particulièrement difficile parce que nous devons réduire un problème à un ensemble de règles qui peuvent être suivies aveuglément par un ordinateur. Mais les composants interagissent et interfèrent, puis des propriétés indésirables apparaissent. Il en résulte que les systèmes ne parviennent pas à satisfaire les besoins de leurs utilisateurs.

Les logiciels sont intrinsèquement difficiles à développer car il est difficile de définir les besoins, d'anticiper les interactions et de s'adapter aux nouvelles fonctionnalités. La documentation comprend de grandes quantités de texte, d'images et de diagrammes, mais ceux-ci sont souvent imprécis et ambigus. Les informations importantes sont souvent cachées par des détails non pertinents. Les erreurs de conception sont souvent découvertes trop tard, ce qui les rend coûteuses, voire impossibles à corriger. C'est grâce à la compétence des ingénieurs en logiciel que les systèmes fonctionnent.

1. **Résumé**

Nous présentons dans ce rapport les résultats du deuxième projet pilote du Grand défi international de vérification : une spécification formellement vérifiée d'un entrepôt de fichiers conforme à la norme POSIX utilisant le prouveur du théorème Z/Eves. L'objectif global du projet est de construire un dépôt de fichiers vérifiés pour les missions de vols spatiaux. Notre spécification du magasin de fichiers est basée sur la spécification du système de classement UNIX de Morgan & Sufrin ; la preuve et sa mécanisation en Z/Eves sont nouvelles. Nous montrons comment notre travail contribue à la construction d'un référentiel logiciel vérifié : un ensemble de théories et d'expériences générales réutilisables dans différents domaines.

**Objectifs du Référentiel**

1. Accélérer le développement de la technologie de vérification par la mise au point de meilleurs outils, d'une interopérabilité accrue et de repères réalistes.
2. Fournir un point de mire à la communauté de la vérification pour s'assurer que les résultats de la recherche sont pertinents, reproductibles, complémentaires et cumulatifs, et promouvoir une collaboration significative entre les techniques complémentaires.
3. Donner libre accès aux résultats les plus récents et au matériel pédagogique dans les domaines pertinents pour la recherche en vérification.
4. Recueillir un corpus important de code vérifié (spécification, dérivation, preuves, implémentation) qui traite des applications difficiles.
5. Identifier les mesures clés pour évaluer l'échelle, l'efficacité, la profondeur, l'amortissement et la réutilisabilité de la technologie.
6. Énumérez les problèmes de contestation et les domaines à vérifier, de préférence ceux qui nécessitent des techniques multiples.
7. Identifier (et éventuellement normaliser) les formats de représentation et d'échange des spécifications, des programmes, des cas de test, des preuves et des benchmarks, pour favoriser l'interopérabilité et la comparaison des outils.
8. Définir des normes de qualité pour le contenu du référentiel.
9. **Introduction**

Les logiciels d'aujourd'hui sont accompagnés d'une documentation complète : guides d'utilisation, manuels de référence et documents de conception. Il existe des systèmes d'aide en ligne, des didacticiels interactifs et des présentations conviviales pour les mannequins. Pourtant, le comportement des logiciels est souvent une surprise tant pour les utilisateurs que pour les concepteurs. Les conséquences les plus spectaculaires font la une des journaux : crash d'avion, collision de trains, doses mortelles de radiations, retrait des services téléphoniques d'urgence, etc. Le moins spectaculaire auquel nous sommes confrontés chaque jour : le temps est perdu, le temps est gaspillé, les projets importants sont abandonnés et notre santé est endommagée par la frustration pure et simple. Tout cela, et plus encore, parce que les pannes logicielles sont à la hauteur de nos attentes, ce qui s'explique de nombreuses façons : les exigences imposées à un logiciel sont difficiles à définir, les façons dont un système peut être utilisé sont difficiles à prévoir et il y a toujours une demande de fonctionnalités supplémentaires. En effet, le fait que de nombreux logiciels fonctionnent réellement, et fonctionnent bien, est une indication de la compétence de ceux dont le travail consiste à les développer.

La taille et la complexité croissantes des systèmes augmentent la pression pour des logiciels fiables. Dans les domaines où l’intégrité et la sécurité sont essentielles, la fiabilité est une exigence imposée par les organismes de réglementation, mais il est généralement difficile de vérifier l'exactitude et d’assurer la fiabilité au moyen de tests logiciels ou de processus de développement imprécis. Les méthodes formelles sont des techniques de développement de logiciels qui permettent une caractérisation précise du domaine basée sur les mathématiques ; en appliquant des analyses mathématiques standard. Ces méthodes peuvent être utilisées pour prouver l'exactitude des systèmes.

L'idée d'appliquer la modélisation mathématique et l'analyse aux processus de développement de logiciels n'est pas nouvelle. Bien qu'il nécessite des compétences et des processus de développement différents par rapport aux cycles de développement traditionnels, il a été utilisé avec succès dans des applications industrielles, telles que la banque électronique, et il est largement accepté dans les milieux universitaires avec plusieurs décennies d'expériences. Avec des outils appuyés par une théorie mature, les méthodes formelles deviennent plus efficaces et leur utilisation est plus facile à justifier, non pas comme une exigence académique ou légale, mais comme une analyse de rentabilité. C'est-à-dire que, malgré l'effort supplémentaire initial, les gains que les méthodes formelles permettent en termes de fiabilité, de responsabilité et de précision permettent d'économiser de l'argent. En d'autres termes, malgré l'effort supplémentaire initial, les méthodes formelles permettent d'économiser de l'argent en termes de fiabilité, de responsabilité et de précision.

Ces avancées récentes en matière de théorie et de support d'outils ont inspiré les chercheurs industriels et académiques à se joindre à un grand défi international dans le domaine des logiciels vérifiés, et ont créé un sentiment d'urgence pour faire de ses objectifs une réalité. Les travaux ont commencé par la création d'un dépôt de logiciels vérifiés (VSR) avec deux objectifs principaux : (i) composants logiciels vérifiés ; et (ii) expériences de vérification à l'échelle industrielle ayant une importance théorique considérable et un impact sur les outils.

**Travaux connexes**

La première expérience pilote VSR a eu lieu en 2006 : la mécanisation réussie d'une version aseptisée de la première application bancaire à carte à puce Mondex ITSEC de niveau 6 de haute intégrité. Dans cette expérience, sept groupes ont utilisé différentes théories et outils pour mécaniser le raffinement de Mondex et sa vérification.

Un autre travail dont nous pourrions bénéficier est l'implémentation en occam d'un petit système d'exploitation ''POSIX-aware''.

Dans la section suivante, nous décrivons brièvement ce qui constitue un projet pilote et les raisons de notre choix de l'interface POSIX pour les magasins de fichiers. Dans la section 3, nous présentons la portée du travail, ainsi que les décisions importantes en matière de conception et un résumé révisé des spécifications. Ensuite, la section 4 présente une stratégie de raffinement, ainsi que la mise en œuvre concrète pour laquelle le raffinement est prouvé en utilisant Z/Eves. Nous résumons brièvement les conditions préalables calculées pour les opérations abstraites et concrètes dans la section 5. Ensuite, la section 6 présente les questions de mécanisation et les statistiques, qui servent à la fois de théories de base pour d'autres expériences et de repères pour différents récits et outils. Enfin, la section 7 résume nos réalisations et traite des travaux futurs.

1. **Qu’est ce qu’un projet pilote?**

Dans [14], Joshi & Holzmann proposent un projet pilote pour le grand défi. Ils caractérisent, motivent et justifient un choix intéressant pour la vérification formelle comme un mini-défi. De ce point de vue, le grand défi est divisé en projets plus petits et d'une importance considérable selon les caractéristiques suivantes :

"a) il serait suffisamment complexe que les méthodes traditionnelles, telles que les essais et les revues de codeurs, ne suffisent pas à en établir l'exactitude ;

b) il serait suffisamment simple que les spécifications, la conception et la vérification puissent être effectuées par une équipe spécialisée dans un délai relativement court, par exemple 2 à 3 ans ; et

c) il serait suffisamment important que les résultats obtenus aient un impact au-delà du milieu de la vérification, des universités et des entreprises.

Lors de l'atelier Menlo Park à SRI[24], l'interface de stockage de fichiers POSIX du noyau Linux[13] a été proposée comme projet pilote. En particulier, la suggestion portait sur un petit sous-ensemble de POSIX adapté au matériel à mémoire flash avec des exigences strictes de tolérance aux pannes à utiliser lors des prochaines missions de la NASA. En raison de la nature de l'environnement dans lequel ce petit sous-ensemble devait fonctionner, deux exigences de robustesse importantes pour la tolérance aux pannes ont été convenues par la suite [5] :

1. pas de corruption en présence d'une perte de puissance inattendue ; et
2. récupération à partir de défauts spécifiques au matériel flash (par exemple, blocs défectueux, erreurs de lecture, corruption de bits due au rayonnement, etc). Dans la récupération après une panne de courant en particulier, ils exigent que le système de fichiers soit réinitialisé et fiable dans le sens suivant : si une opération *Op* est en cours au moment de la panne de courant, alors au redémarrage, l'état du système de fichiers sera comme si *Op* s'était achevé avec succès ou n'avait jamais commencé.

**Système de fichiers POSIX**

Le choix de l'interface système de fichiers POSIX est intéressant pour diverses raisons :

1. il s'agit d'une interface propre, bien définie et normalisée qui est stable depuis de nombreuses années ;
2. les structures de données et les algorithmes sous-jacents ne sont pas non plus bien compris ;
3. bien qu'il s'agisse d'une petite partie d'un système opérationnel, il est suffisamment complexe en termes de garanties de fiabilité, comme une panne électrique, un accès concurrent, une corruption des données, et
4. la technologie moderne d'information dépend largement de sa disponibilité, sûre et sûre. Toutes ces raisons vont au-delà de l'intérêt de la communauté de vérification, ainsi que de l'utilisation initiale prévue lors des prochaines missions de la NASA, telle que développée par le Jet Propulsion Laboratory (JPL).

Un sous-ensemble initial de POSIX a été choisi pour le projet pilote. Il n'y a pas de soutien pour : (a) les permissions de fichiers ; (b) les liens durs ou symboliques ; et (c) les entités autres que les fichiers et répertoires traditionnels (par exemple, pas de tuyaux, sockets, etc.) L'ajout du support pour (a) n'est pas difficile et peut se faire ultérieurement, alors que le support pour (b) et (c) est plus difficile et peut dépasser la portée du challenge. Dans tous les cas, les systèmes de fichiers à mémoire flash populaires, tels que YAFFS2[29], ne supportent pas non plus ces fonctionnalités car elles ne sont généralement pas nécessaires pour l'environnement embarqué dans lequel les périphériques flash résident habituellement.

Nous avons choisi de nous concentrer sur les fonctionnalités de base pour les fichiers et répertoires, en commençant par le premier, ce qui inclut les API sélectionnées par JPL, comme *creat, open, close, read, write, truncate, ftruncate, stat, fstat, mkdir, rmdir, rename*, *opendir, readdir, rewinddir, closedir,* etc, où la documentation est trouvée dans[17]. En outre, nous avons également pris en compte les opérations à l'échelle du système, telles que le format, le montage et le démontage, ce qui signifie que nous ne nous occupons pas au départ du chiffrement, de la liste des répertoires, des expressions régulières et d'autres opérations utilitaires, car elles sont généralement construites sur le dessus de cette fonctionnalité de base. En outre, le JPL a opté pour la garantie très conservatrice concernant le comportement simultané que le résultat de l'exécution d'opérations simultanées équivaut à leur exécution dans un ordre de série. Cela se fait bien sûr au prix d'une certaine performance, qui est échangée contre de la simplicité. Cette simplification est peut-être une exigence trop stricte pour un système de fichiers embarqué général, donc cette question reste ouverte dans le contexte du grand défi.

1. **Conclusions**

Dans ce travail, nous avons réussi à mécaniser et à abstraire la spécification des fiichiers de type POSIX en utilisant le prouveur du théorème Z/Eves. Nous avons également fourni une implémentation concrète basée sur Java HashMaps qui est supprimée des annotations JML.

A partir des annotations JML. Ces annotations sont des conditions préalables et postérieures, ainsi que des invariants de classe et de boucle. A partir de ces deux types de données, nous avons prouvé qu'une simulation prospective montrant l'implémentation de HashMap affine le stockage des fichiers abstraits.

Dans le but de spécifier formellement un magasin de fichiers POSIX, nous avons divisé le travail suggéré en suivant une architecture orthogonale qui permet la séparation et la combinaison ultérieure de préoccupations, telles que les exigences fonctionnelles, les impératifs de tolérance aux pannes et les divers dispositifs matériels. C'est d'une importance cruciale pour permettre à des scientifiques ayant des intérêts et des antécédents différents de collaborer en vue de relever le défi.

Dans cet article, nous abordons une partie des exigences fonctionnelles d'un sous-ensemble d'API pertinentes pour le défi, et nous prouvons un raffinement vers une structure de données concrète qui se prête au prototypage. Dans ce processus, nous avons trouvé une opportunité de généraliser les propriétés prouvées pour les entités injectives afin que le travail dans d'autres formalismes et les outils correspondants puissent en bénéficier. En fait, nous avons réutilisé certaines de ces conclusions générales tirées de travaux antérieurs dans un autre projet pilote sur les cartes à puce. Ceci est en accord avec le dépôt de logiciels vérifiés qui fournit un port pour les conceptions vérifiées et les expériences de vérification importantes.

Nos efforts visent un " utilisateur " particulier (le JPL de la NASA), c'est pourquoi nous nous concentrons sur un petit sous-ensemble initial de fonctionnalités qui les intéresse. Mais le travail est construit de manière à ce que ce choix ne compromette pas le grand défi des idéaux scientifiques, de généralité et de précision au-delà des besoins actuels. Ceci est possible parce que nous suivons l'architecture d'Intel mentionnée ci-dessus, donc nous avons une stratégie de développement de projet modulaire. Les résultats de ces travaux sont rassemblés et disponibles en ligne dans le dépôt VSR de SourceForge.

1. **Travaux futurs**

Dans la spécification UNIX de[16], il y a encore deux autres parties à développer concernant les liens et répertoires. Dans [3], des progrès ont été réalisés dans l'intégration matérielle de la mémoire flash vers l'avant. Et en suivant l'architecture de[12], il y a beaucoup de questions ouvertes à traiter, comme les différents périphériques matériels, les aspects de tolérance aux pannes, et d'autres aspects de fonctionnalité comme le multithreading et le temps réel, la mise en réseau, ou les permissions de fichiers et le chiffrement. On pourrait également affiner l'implémentation concrète de HashMap jusqu'à un programme plus séquentiel, qui peut être utilisé pour comparer avec les spécifications JML. Comme le chevalier Perceval de Camelot, nous devons persévérer dans la quête du compilateur vérificateur.
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